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Precision similar to non-store-widening analyses
o Worst-case complexity, too (O(2") vs DDPA's O(n*))

Tunable!

o Merges described in algebraic lookup function
o Set complex policies for precision loss
o Know needs before deciding what to lose

Versatile

Context-sensitivity
Flow-sensitivity
Path-sensitivity

Must-alias analysis
Non-local variable alignment
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